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ScireStone

This project aims to build a Quantitative Trading program, which is going to produce fund for SCIence REvolotion in the future.

In addition to serving as an abbreviation of Science Revolution,
the word scire [https://en.wiktionary.org/wiki/scire] also means aquiring knowledge. That is another goals of this quant project – we hope to find the essence of the market, explore the causal-effect of financial market data, and invent an general intelligent algorithem to survive in the market to maximize the reward.


Research Plans

We adopt an agile way to realize this framework, i.e. we will first backtest the MACD strategy as far as possible regardless of whether the framework is generalizable. After reach the goal, we then modified the codes to make it more general through realizing more strategies.


general steps to construct the framework

Step 1. Data and visualization

We should build a case in which there is a window for interaction. We can set the target code and press a button, and then the framwork will acquire data and visualize it.


	[ ] data acquirement


	[ ] data visualization




Step 2. Local backtesting

We should build a case in which there is a window for interection. Given a strategy, we can set some parameters, push a button, and then the framework will backtest the strategy, showing the results, including sharp ratio, trading list or trading plot, return curve, etc., and save the results for further reporting.


	[ ] simulated accounts


	[ ] strategy backtesting




Step 3. Simulated trading

We should build a case in which there is a window for interection. Given a strategy, we can set some parameters, push a button, and then the framework will continuously execute the strategy in the specified simulated market.




basic funtions of algorithmic trading


	[ ] Draw the standard reward curve, such as the reward curve of hs300 index.


	[ ] Cross orders.


	[ ] Record trading history and visulize it.


	[ ] Account management.


	[ ] AccountBacktest management


	[x] Init and reset capital















strategy implementations


	[ ] Implement the MACD strategy for a single target.


	[ ] Implement the multi-factors stock picking strategies for all targets in hs300 market.


	[ ] Implement the Turtle Trading strategy for all targets in hs300 market.












          

      

      

    

  

    
      
          
            
  
TODO


General Goals

We hope to build a module which can be convenient to visualize financial data.

After importing the module, a user can add the canvas as a widget to a Qt window. There are multiple plots to be inserted into the canvas. The plots can have bird-eye-views for more convenient interactions. Several plots can be ganged with each other in order to visualize the same data. There are three basic graphic types: Candle, Curve, Bar. Different diagram can be drawn with the same figure, or they can drawn with different figure that shares the same x- or y-axis. The target graph is shown below. In addition, the style of graph can be identifed by external json file. When there are some specified requirement, e.g. visualzie the buying/selling cases in the graph, it should be convenient to extend to satisfied that. To achieve that, figure (or canvas) should be seperated with plot. Bird-Eye-View is a individual tool that can be combined with any figure. To visualize some text, e.g. parameter setting texts, we should realize a text-board, so that we can edit parameters throught that.

To conclude, we make a brief list to indicate the required features which our module should have:


	style setting,


	basic plot types,


	extensible plot,


	multi-plots with a same figure


	figure-plot seperation,


	linkage beteen plots,


	plot-irrelavent bird-eye-view, and


	text board.




[image: ../_images/target_graph.jpg]target graph
Fig. 1 The target graph hoped to generate.




TODO List


Visualization


	[x] to show the bird’s eye view of the k-line canvas.


	[x] to show a rectangle whose position can be set by mouse click.


	[x] to move the view of k-line canvas via the click at some posisiton in bird’s eye view.


	[ ] to seperate large data to multiple hdf5 files, read it and then show it. When visualize tick data, this machenism is needed.


	[ ] seperate plotting method and plotting canvas.


	[ ] different graph can be plotted in the same canvas.


	[ ] several graphs are ganged with each other.


	[ ] several graphs are ganged with the same bird-eye-view.


	[ ] to customize the style and attribute of the label in the plot.


	[x] to fill in some color fade under or over the curve.


	[x] can fill in gradient color under the cueve.


	[x] can fill in gradient color over the cueve.






	[x] to draw multi-curves in the same canvas.


	[x] the curves should not be covered by filled-in color when they are in the same canvas.


	[ ] support text borad in which some texts or variable values are shown.


	[x] hide the crossline when the mouse is not moving on the graph.


	[x] seperate figure and plot.


	[x] hide cross-line when the mouse is out of the figure.


	[x] overlay multiple plots.


	[x] eliminate multi-axes conflicts. when there are several graphs plotted in the same figure, the axes of different plots may differ from each other. how to handle it?
[image: ../_images/mistake_case_2.png]mistaken_case_2


	[x] when data in some days is missing, the curve should be retain blanked. how to handle it?
[image: ../_images/mistake_case_1.png]mistaken_case_1
finally, we fill the missing data with nan, and tune the plot to be compatible with data including nan. the performance is shown below.
[image: ../_images/fix_multiple_plots.jpg]fix_multiple_plots


	[x] the plots may cover each other. how to manage the zvalue? (specifically, the curve should be the topmost but the filled area below it should be bottommost with regard to candle and bar.)






	[ ] show trading history in any figure.


	[x] show the label of trading history.


	[ ] fill missing data with nan is not a wise way. because trading history data is highly sparse, there is no necessity to fill them with large amount of useless information. we can use a look-up-table to convert index between original index of data and filled index, so that some distinct space and time costs can be saved.


	[ ] change the size of TextItem in some limit.






	[ ] show bird-eye-view in some figure.


	[ ] linkage between figures.


	[ ] refresh plots dynamically


	[ ] read big data (maybe a 200MB file).


	[ ] fix bug.
[image: ../_images/bug_case_20200713_1.jpg]bug_case_20200713_1


	[ ] show the content of figure into the bird-eye-view.


	[ ] show the bird-eye-view when the data lengths of figure and bird-eye-view are different.












          

      

      

    

  

    
      
          
            
  
strategy module


	
class strategy.Strategy(account: account.Account)

	Bases: abc.ABC

The abstract class for template strategy.


	Parameters

	account (Account) – The account for executing the strategy.






	
on_close()

	




	
on_data()

	




	
on_init()

	




	
on_open()

	











          

      

      

    

  

    
      
          
            

   Python Module Index
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